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Abstract

Online meeting is a form of meeting in which clients collaborate remotely via the Internet in real-time. However, hosting online meetings with remote clients is often a nightmare when using South African Internet connections, notorious for unstable and low bandwidth. Commercial and Open source tools have been developed to host online meetings based on fast, stable connections with large amounts of bandwidth but these tools often fail due to the fact that they do not deal with low bandwidth environments.

The aim of this project was to design and implement a bandwidth-aware application tool to host online meetings where multiple clients can share audio, video, presentations, desktop as well as send instant messages to one another in a low bandwidth and unstable Internet connections. Compressing audio and video, images, presentation slides and pre-fetching those slides can help improve the client experience as well as allow efficient downloading of slides, sharing desktop, sharing audio and video in a low bandwidth meeting environment causing no delays, no freezing of slides, no loss of slide content, no loss of text messages and also a good sound quality.

This part of the project only covers two features of the tool, the presentation application which is responsible for pre-loading of presentation slides and the chat application which is responsible for sending text messages between clients. In order to make these two applications to function in a low bandwidth environment, what is being proposed in these paper as a solution to solving the bandwidth problem is to compress PDF files that are being uploaded to JPEG image files and then store these image files on a central server where multiple clients can then retrieve these image files, thus reducing latency as well as bandwidth. All messages for the chat application will be sent to the central server and the server will automatically broadcast these messages as soon as it receives the messages to the clients who are logged on the same conference room. This will allow for the messages sent not to be lost and cause no delay in sending or receiving. Thus the time and space it takes for each packet to be sent or received will be reduced.

From the above solution as a result of the final outcome after designing and implementing the two applications, chat and presentation it was found that the chat application uses 1.9bps of bandwidth on average, and the presentation application uses 108148.6 bps of bandwidth on average. For pre-loading presentation slides, the bandwidth required is 73238.05bps on average.
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<tr>
<td>PDF</td>
<td>Portable Document Format</td>
</tr>
<tr>
<td>JPEG</td>
<td>Joint Photographic Experts Group</td>
</tr>
<tr>
<td>GUI</td>
<td>Graphical User Interface</td>
</tr>
<tr>
<td>bps</td>
<td>bytes per second</td>
</tr>
<tr>
<td>kps</td>
<td>kilobytes per second</td>
</tr>
<tr>
<td>QoS</td>
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<td>IDE</td>
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<td>DPCM</td>
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</tr>
<tr>
<td>TCP</td>
<td>Transmission Control Protocol</td>
</tr>
</tbody>
</table>
Chapter 1

Introduction

The use of online meetings is increasing each and every day and has grown to have a positive effect in our daily lives. This is due to the fact that it helps reduce travelling expenses and that it is accessible to everyone even those who are far away. Online meetings occur on the Internet in real time streaming. The Internet is a group of millions of computers connected by networks (Wikipedia, 27 October 2011). These connections within the Internet can be large or small depending upon the cabling and equipment that is used at a particular Internet location. Bandwidth is defined to be the rate at which data is transferred from the website over the Internet and is measured in bps (Prasad et al, 2003). The size of each network connection determines how much bandwidth is available. Internet is usual slow (Lai and Baker, 1999). Some of this slowness is due to properties of the end points, like slow servers, but some is due to properties of the network, like propagation delay and limited bandwidth. Since online meetings occur over the Internet if bandwidth is low it results in the performance being low and causing some interruptions leading to tasks taken by clients over the Internet being a complete failure.

Open source tools such as Adobe Connect and Zoho Show and many more do exist to support online meetings (Wikipedia, 11 October 2011). But when using these tools in South Africa they seem to fail since South Africa’s bandwidth is very low. They were built with the assumption of fast, usable and stable connections in a high bandwidth environment. In this document the aim it to mainly build a different application which has more or less similar features but the only difference is that it is designed for a low bandwidth environment.

The QoS relies on the hardware environment such as the computer, webcam and microphone. Computers require electricity to work and thus the Internet is vulnerable to power outages and results in connections of clients and information being lost. In this document another aim is to solve the issue by the fact that every piece of information gets saved on the server and clients can always retrieve this information.

Only the design and implementation and evaluation of chat and presentation applications will be discussed in this document. Audio and video application has been implemented by Tresor and a client list and desktop sharing application has been implemented by Flora. The applications are built so that later they can be easily combined to form a complete online meeting tool.

1.1 The AfriMeet Project

Due to the fact that currently developed open source tools fail in a low bandwidth environment. The AfriMeet project is about designing and implementing an online meeting tool that works in a low bandwidth environment. These tools have features such as audio, video, presentation slides, chat, desktop
sharing, hand-raising and a participant list. The AfriMeet project is about building these features in such a way that they work effectively and efficiently in a low bandwidth environment.

1.1.1 Motivation

The use of conferencing technology continues to grow as accessibility increases and costs decline. Open source and commercial tools often fail in a low bandwidth environment and they exist a great need to build a tool that works efficiently in such conditions. The aim of building a bandwidth-aware application tool is to help improve the user experience and also help in development projects such as ICT4D. ICT4D projects try to build applications that can impact developing countries and also tries to help achieve broader development goals, such as the MDGs. Web conferencing can sometimes be affected from a client perspective (Baecker et al, 2006) since client experience can degrade rapidly as the number of conference clients rises, since it becomes harder to support video and audio from all clients.

1.1.2 Research Question

Looking at the features of an online meeting, research was conducted to determine how changing the internal architecture can positively enhance the usability, performance, responsiveness and user experience. The research was mainly focused on investigating how to reprioritize features of an online meeting in order to get the best tradeoff between quality and usability with constrained Internet connections and low bandwidth environment.

The research questions that the AfriMeet project investigates are:

- Is it possible to build an effective text chat tool that can work with minimal bandwidth?
- Is the pre-loading of static data feasible with low bandwidth?
- Is it possible to build an effective audio-conferencing tool that works with low bandwidth conditions?
- Is it possible to build an effective video-conferencing tool that works with low bandwidth conditions?
- Is it possible to construct a system that manages meeting procedures (presence, hand-raising, etc.) efficiently despite varying Internet conditions?
- Is it possible to build an effective desktop sharing application tool that works with low bandwidth conditions?

In order to test the above research questions, a number of components needed to be developed. In answering these research questions, to optimize the bandwidth usage, each client will either receive or send a stream. All the static content presentation slides will be compressed and preloaded at all client posts. This approach will avoid real-time streaming of the content and help preserve the bandwidth. Even though some online tools to host online meetings already exist, the project assumed that the application will run in a low or high bandwidth environment with fast or slow Internet connections. Further details on the implementation and design on how the system can work reliably will be discussed later in the document.
1.1.3 System overview

The implementation and design of the system is separated into three parts, Audio and video; Chat and presentation; and Client list and desktop sharing. Figure 1.1 shows the overall framework of the system, what applications features are built and who is responsible for building that application. The three parts are all equal in terms of length and difficulty. These parts are all based on one notion and that is to be able to function in a low bandwidth environment. Each of these parts will later be merged to form the overall system. This part of the report focuses on building the Chat and presentation applications. Tresor report focuses on building the Audio and video applications and Flora report focuses on building the Client list and desktop sharing applications.

![Framework](image)

Figure 4.1: AfriMeet system overview

**Audio-video**

This part is responsible for maintaining audio and video communication. Audio is responsible for recording and producing sound during the meeting and video is responsible for capturing still images in motion to allow participants to be able to see participants in the meeting. The aim is also to provide an acceptable audio and video quality. Reprioritizing audio stream over video and applying key framing and compression techniques to provide a usable low bandwidth video stream.

**Chat and presentation**

This part is mainly allowing text messages to be sent between participants when audio and video channel fail to work in a low bandwidth environment. This is because a chat facility is considered not to use up much bandwidth (Scholl et al, 2006). The presentation is responsible for viewing slides being presented and allowing only the ID of the current page to be sent across the network. The idea is to compress these slides and upload them to the server so that they can later be retrieved by other participants.

**Client list and desktop sharing**

The client list is a list of all logged on clients in the meeting. Some features that are implemented in the list are hand-raising and floor control which allows the meeting to proceed in a proper manner and also identifies who is currently handling the floor. The desktop sharing allows for clients to remotely share their computer’s desktops.
1.2 Chat and Presentation

1.2.1 Problem Statement

Chat application

When bandwidth is very low, text messages are sometimes lost, as there is unreliable transmission of packets. Important things to consider when building the chat application are that:

- Clients must be able to send and receive text messages. No messages should be lost.
- The client must be able to send a private text message to another client reliably without being lost or sent to an incorrect client.

The usability, performance, and responsiveness of the system will then be evaluated over low bandwidth environments using multiple users.

Presentation application

When bandwidth is very low, uploading of slides is normally unsuccessful; slides freeze, not all static information is downloaded, and static content sometimes is lost. Important things to consider when building the presentation application are that:

- Every client must have access to the presentation slides and be able to upload and retrieve all available presentation slides in a proper manner.
- A client must be able to see which slide is currently being viewed.
- A presenter must be able to control the presentation slides.

The usability, performance, and responsiveness of the system will then be evaluated over low bandwidth environments using multiple users.

1.2.2 Motivation

Chat application

When bandwidth is low and a client cannot use audio and video applications, the sound quality is not good and if this is the case the client has the ability to use a chat application where the communication is through instant messaging. Chat application will allow for clients to still communicate and the meeting to continue even if the bandwidth is low as it is known not to use a lot of bandwidth.

Presentation application
An application such as presentation slides can be directly impacted in a low bandwidth environment—an example will be if the presentation slides freezes, and if the content is lost, causing the user experience to be unpleasant. If such problems are not dealt with it can lead to the Internet meeting tools being useless.

1.2.3 Research Question

The research questions for the chat and presentation application are:

- Is it possible to build an effective text chat tool that can work with minimal bandwidth?
- Is the pre-loading of static data feasible with low bandwidth?

In answering the above questions some modifications of the applications were done and then the applications were evaluated based on those modifications.

**Chat application**

All text messages will be sent to the server and reliably broadcast to all clients in the same meeting room. This will prevent messages being lost as the server will automatically broadcast to all clients as soon as the server receives those messages. The bandwidth usage by each client will be calculated as the total amount of text messages that the clients send at a specific time interval. A graph is then plotted of amount of text messages over time for each client to calculate the bandwidth that each client uses and the total bandwidth required by the overall application, this is fully being discussed in Chapter 4.

**Presentation application**

For presentations, PDF files will be compressed to image files and then uploaded to the server where each client can then retrieve the slides. This will help prevent downloading at the same time, reducing the bandwidth usage as time to download will be less. The bandwidth that the clients used will then be given by the total amount of byte data that the clients send in a specific time interval. A graph is then plotted of amount of data over time that the presenter uploads; this gives the bandwidth usage for the presenter. A graph of amount of data over time for each client for downloading the presentation slides, gives the bandwidth that each client’s uses. The bandwidth required by the overall application is then given by the total bandwidth usage of all clients. More details about this are fully being discussed in Chapter 4.

1.2.4 Chat and presentation application overview

The two applications-chat and presentation-are built separately from each other but they both have a similar structure, consisting of a client and server application. The client application represents the GUI. Clients request services of the server independently but use the same interface. The server passively awaits for requests from the clients and then act on them. The server is responsible for maintaining communication between clients, responsible for sending information from one client to other clients who are waiting to receive. The communication between both the client and server is established over the TCP using HttpPost for the chat application and HttpURLConnection for the presentation application.
1.2.5 Ethical, Professional and Legal Issues

User testing was conducted, in order to assess the research questions and evaluate the system design, implementation and evaluation phases. Ethics Clearance for all planned user experiments was obtained from the Science Faculty Ethics Community. Users were asked to take part in the experiment and they were provided with enough details on the project, why it is being conducted, test procedures and the confidential nature of collected data. Users were told to feel free and ask questions if something was not clear and appropriate answer was given. Questionnaires were used as source of evaluation of the system to measure user satisfaction.

With regards to legal and copyright issues surrounding use of libraries and software, a number of factors must were considered. The libraries and software used were licensed under permissive free software.

1.3 Outline

This document outlines the design, implementation, and evaluation of the chat and presentation application in a low bandwidth environment. Chapter 2 provides the background information of tools built so far and a comparative analysis of them; previous work done on audio and video, chat and presentation, client list and desktop sharing are also discussed. The design, implementation, evaluation of the chat and presentation application based on an iterative approach is discussed in Chapter 3. In Chapter 4 the chat and presentation applications are evaluated and also contains the overall findings. Chapter 5 discusses some future work and finally, Chapter 6 provides a conclusion discussion of the overall project.
Chapter 2

Background

2.1 Introduction

Much work has been done in the field of building Web conferencing tools which use fast, stable connections in a high bandwidth environment. Section 2.2 covers the work that has been done so far on audio and video, client list and desktop sharing in section 2.4 and the work on chat and presentation is provided in section 2.5. Finally in section 2.6 a summary of the chapter is provided.

2.2 Audio and Video

Audio conferencing and multipoint video conferencing are typical examples of methods that are part of Web conferencing (Baecker, 2003), which are mostly used for real-time communication, collaboration, and knowledge sharing over the Internet. Audio conferencing allows the real-time multipoint transmission of voice. Yet it lacks the media richness, sense of presence, and ability to engage clients that is afforded by video and other dynamic media. Internet desktop video conferencing supports real-time multipoint audio and video, chat communications as well as shared workspaces. Yet it still does not provide reliable Internet video performance, and is not scalable to large numbers of clients.

In packet-switched networks, audio transmissions are typically subjected to several latency components, for example sampling, pre-processing silence-suppression and compression, network transmission, and network propagation delay being typically the least-predictable and most dominant component for audio transmission over the Internet. As the bandwidth available on networks and the speed of computers increases, real-time transmission of video between general purpose workstations becomes a more realistic application. However, even with a high speed network, video has to be compressed before transmission (Turletti and Huitema, 1996). Video conferences usually occur in environments with a static background. Thus, there is little local motion per frame. Also, multiple videos may originate from a conference location. These factors can be taken into consideration in developing a compression scheme meant for conferencing (Kamath, 2005).

A study conducted by (Scholl et al, 2006) were chat as compared with video, it was found that when using chat for informal communication along with video, chat uses less bandwidth. This is because the technical quality of the video conference depends critically on bandwidth availability (Baecker et al, 2006). There is a little knowledge about the effects of narrow-bandwidth digital videoconference systems.
on group decision quality and thus it is not correct to assume that low-quality communication yields high quality group decision (Baecker et al, 2006), because if the system is “poor” enough to filter out not only “noise” but necessary information for the task, the decision quality may be lower than with face-face (Takao, 1999).

One way in which video can be reprioritized in order to make it work in a low bandwidth environment is to compress the video streams. Different algorithms exist for video compression and the standardized ones that exist are mainly JPEG for still images or MPEG and H.261 for moving images. MPEG-1 coding is suited for high definition video storage and retrieval. MPEG-2 extends MPEG-1 to HDTV coding applications. The H.261 standard describes a complex video compression algorithm that allows achieving a very high compression rate (Turletti and Huitema, 1996).

In 2005, Kamath (2005) proposed a compression scheme for video conferencing called MJPEG-DPCM with segmentation. Most compression schemes compress one video at a time but in the case where more than one video stream originates from a location in the situation of video conferencing the proposed method was implemented to exploit redundancies in portions of the video without motion and static background between consecutive video frames. The system allowed client interaction at both the encoder and decoder in order to allow selection of video streams. The system was based on modified motion JPEG in order to achieve low complexity. Compression ratios of the order of five times that of motion JPEG were obtained. MPEG was compared with the proposed method and it was found that there were improvements from MJPEG to the proposed method with little degradation in the image quality. But further processing will be carried out to reduce the degradation due to scaling and possible saturation during reconstruction.

In a low bandwidth environment audio is presented ahead of video in some video conferencing systems since audio requires less time to process (Chen, 2003) thus reducing latency as well as bandwidth; what the client says is not what is seen on the video. The conventional approach to synchronizing audio and video is to delay the audio so that the audio and video latencies are matched, however the time required to process video can exceed the maximum perceived audio latency that is acceptable in a conversation. Video conferencing systems may not synchronize the audio with the video (Chen, 2003) since supporting perceptually instantaneous audio is more important than maintaining lip synchronization. In 2003, Chen (2003) produced a video conferencing system to achieve lip synchronization with minimal perceived audio latency. The system maintained a balance between minimizing audio latency and supporting lip synchronization. Audio latency was minimized by stretching the time at the beginning of each utterance so that the audio and video latencies are matched.

### 2.3 Client list and desktop sharing

Client list provides a list of all logged on users in a meeting. A client list is implemented so it will allow for floor control. Floor control allows users of networked multimedia applications to utilize and share resources (Hans and Garcia, 1997) such as remote devices, distributed data sets, telepointers, or continuous media such as video and audio without access conflicts. A lot of features can be implemented
in floor control such as hand-raising, allowing presenter to control the meeting. A client list allows chat communication between clients to be easy and efficient as the client list shows which client is on line.

Some real-time remote desktop sharing software has recently been getting popular. Desktop sharing allows clients to exchange desktop screen images between remote computers through the Internet. Ichimura and Matsushita (2005) designed and implemented a desktop sharing tool called QuickBoard that allows clients to deliver computer screen images of any application to more than 100 Web browsers in real-time. Not only did they implement QuickBoard but they also designed and developed ICMHP, a method integrating interframe compression mechanism with Web-server-side technology where the aim was to reduce network traffic on a Web-based real-time presentation system. The first prototype that they implemented was QuickBoard capture which is illustrated in figure 2.6. The generated image file was automatically transmitted to the Web server immediately through Windows network file sharing, and placed onto the Web directory which is open to the public.

![QuickBoard capture interface](image)

Figure 2.1 QuickBoard capture interface (Ichimura and Matsushita, 2005)

From this the network traffic increases in proportion to the size of the image file when sending a large image file through a Web system. It was discovered that the more efficiently an image file is compressed, the less the network bandwidth needed for transmitting it. PNG is known to have an excellent compression ratio despite the fact that it is a lossless compression format. From this experiment PNG is discovered to be better than JPEG. This was because the compression ratio of PNG is better than that with JPEG when a snapshot image of computer screen is compressed under normal conditions. Hence that’s why the PNG file format was used in the QuickBoard system.

2.5 Chat and Presentation

A study in 2006, (Scholl et al, 2006) was conducted to compare chat and audio usage within multimedia conferencing systems using two case studies of informal group communication in a naturalistic setting. The first case study is of workplace clients participating in a “virtual shared office”, and the second case study focused on an educational setting where students are provided with tutoring via a multimedia conferencing tool instead of having an instructor physically available. The results from these studies showed that in a media-rich environment supporting both audio and chat alongside a video channel more clients preferred chat to audio and found chat to be more useful than audio for both private and public communication. It was found that chat enables asynchronous communication, can lower the cost of interrupting others, and can make it easier to communicate in a second language.
Yang (2001) proposed a data retrieving engine and came up with an algorithm for determining the proper objects to be retrieved as well as the pre-fetch time of the object under client actions. The proposed data retrieving engine adopts the just-in-time policy to efficiently make use of the data buffers and network bandwidth. The policy requires the data retrieving engine to finish retrieving the object right before the object’s playback time to provide smooth progress of the presentation. The objects that should be retrieved depended on the client action since different client actions result in different playback patterns and different playback time of objects. The pre-fetch time for an object depends on both the object’s playback time under the client action and the network condition. The server estimated the bandwidth for the object to the data-retrieving engine by some bandwidth measuring mechanism. The data retrieving engine also estimated the time for the request packet arrival at the data server. The total time to retrieve an object was given by the summation of the delay of the request packet and the transmission time of the object from the server to the client. The duration of play action, fast forward, fast backward, pause/restart, were calculated by the data retrieving engine algorithm. The problem with the data-retrieving engine is that it had to recompute the pre-fetch time of objects each time a new user action is made—this was very inconsistent however the reasoning behind this problem are explained by the fact that the computation time of the algorithm is linear, and it can therefore be finished within a short time.

2.6 Summary

This chapter gives an overview of the literature that covers the different software tools that exist and also some aspects features of Web conferencing. The main aspects covered include audio, video, client list, desktop sharing, chat and presentation. From doing the literature it is found that a lot of work has been done on video and audio compression. This is because video and audio consumes a lot of bandwidth. There is little work done on chat and client list and this is because they are assumed that they do not use up a lot of bandwidth. The notable outcomes of this chapter were that a chat application is indeed reasonable to have since it does not consume a lot of bandwidth and therefore can be used when audio and video cannot work in a low bandwidth. It is also noticed that after compressing an object or stream the quality of the object results to be poor.

Chapter 3
Design and Implementation

3.1 Introduction

In order to answer the research questions a chat and a presentation application was built. This chapter gives an overview of how the research was conducted. The methodology used to design, implement and evaluate the prototypes developed is discussed. The chat and presentation applications are designed separately from each other. This is because the aim was to evaluate each application alone. The design process was based on an iterative approach which is shown in Figure 3.1. Three iterations were used-each iteration comprising of a design, implementation and evaluation stage of the applications. The first iteration is proof of concept and was done using sockets, the second iteration is a preliminary implementation and is done using servlets and HttpClient and the third iteration represents the complete system. The reason why the iterative approach was used was to build an effective and productive system based on interested user testing.

![Figure 3.1: Iterative design process](image)

The goal of this project is to design and implement chat and presentation applications for a Web conferencing tool. The design of the applications needs to be usable and easily understood by the clients. The interface ought to be simple enough so that users can interact with the system without requiring excessive training or manuals.

First, in section 3.2 the system requirements are that are needed in order to build the applications are discussed. The client-server application is discussed in section 3.3. Following that, in section 3.4 the iterative design process for the chat application is discussed. The presentation application is discussed in section 3.5. When one is designing an application some design challenges occur and these challenges are discussed in section 3.6. Section 3.7 provides some strengths and weaknesses of both the applications. Finally, this chapter ends by providing a brief summary of the overall chapter in section 3.8.

3.2 System Requirements
The software required were mainly, Apache commons libraries, the Ghostscript software for PDF compression to JPEG image files, Windows or Linux operating system, and a Java development platform. The applications were implemented using J2SE and Netbeans IDE.

**Why Java development platform?**

A Java platform was used because Java provides swing classes which are the only classes to use to provide the best graphical user interface on the client side and also because Java is platform independent and supports distributed computing. Since the applications being built are remote applications via the Web and all the meetings may have different clients, the client-server architecture is the best approach (Lu et al, 2010) to use since a server will maintain all the conference meetings and save all the required information for it to be available to other clients.

### 3.3 Client-Server Application

The client application represents the GUI which will enable the client to interact with the system more easily. The HttpClient network protocol was used. This was because HttpClient functions as a request-response protocol and the fact the application were not supposed to run on the Web browser, because the system that was developed would require some low level interface with the hardware that is hardly realizable via a Web browser for instance for the presentation application an external tool needs to be called to convert PDF to JPEG image files. The server application runs on a single machine hosting the Web site and handles all the requests made by the client, stores the content and processes the request and also perform tasks associated with these request and then send back a response to the client. Figure 3.2 shows a request-response protocol. The client sends a request to the server and the server acts on that request and sends back a response related to the request. The server which was used was Apache tomcat.

![Diagram of request-response protocol](image)

**Figure 5.2: Http Request- Http Response Protocol**

### 3.4 Chat Application

#### 3.4.1 First Design Iteration
Design

The first iteration was proof of concept to show that one can send and receive both public and private messages. A lot of chat applications have been designed and, looking at these chat application such as Facebook, Skype, Gtalk chat and more, most of them have an interface area to write the messages and an interface area for displaying the messages. In terms of how the message is sent they normally have a send button or use the keyboard enter key. The AfriMeet chat is also designed in a similar way. The design of the chat application interface is made up of:

Features

- **Writing interface**: Interface area for writing both public and private messages.
- **Display interface**: Interface area for displaying both public and private messages.
- **Send button**: Allows for messages to be sent.
- **Back button**: Allows for clients to go back to the logging window which is shown in Figure 3.4.
- **Exit button**: Allows for clients to exit the room.

The features that were designed are shown in Figure 3.3.

![Figure 3.3 AfriMeet chat application interface with functionality](image)

Functionality
On testing, all the functionality was working, the client was able to write and send the message using the send button and the clients were able to receive the messages and the messages also got displayed on the display interface. This is illustrated in Figure 3.3 above.

**Implementation**

The initial design of the chat application interface and functionality was implemented using socket programming instead of HtpConnection and Java Swing. The aim was to test if the chat application worked on a normal Java application. It was then going to be easy to port the application to a Web application. No libraries were needed to implement this application. First the connection between the clients had to be successful and then the clients had to log on to the application-the interface for logging on is shown in Figure 3.4.

![Enter Room button](image)

**Enter Room button**: Allows clients to enter the meeting room and chat and then introduced them to the chat interface, which is shown in Figure 3.3.

**Client name interface**: Allows client to enter their name.

**ID interface**: Allows clients to enter the conference room number to which they wish to be in.

**Exit button**: Same function as describe above in feature section.

**Public message**: The client writes the message in the writing interface and then presses the send button. The message is then sent to the server were the server which broadcasts the message to all other clients including the client who sent it in the same meeting room-this is illustrated in Figure 3.5.TCP is used to send and receive messages. TCP is the dominant transport protocol for networking. TCP is used as a transmission
protocol because it is considered to provide a reliable end-to-end delivery of data between applications (Aweya, 2003).

Figure 3.5: Public message implementation

**Private message**

To send a private message the clients enters @ as the first character in the writing interface followed by the client name to which the message is being addressed and then space and then the message, for example, @zafika “hi”. Once the send button is clicked the message as well as the client name is sent to the server and the server only sends the message to that client and also to the client who sent it but not to the other clients. Figure 3.6 shows this.
Evaluation

The application was then evaluated by Hussein Suleman and Antoine Bagula. The feedback that was received was to use a Web Application instead of a Java application. They were no comments on the design. However the application did fail to send the private message and this was because when one sent the private message (the @ followed by the name of the person to which the message is being sent to) it turns out that the name entered was wrong. This is due to the fact that the design does not have a list showing who is in the meeting. However the list cannot be imported and this is because the participant list was being done by another member. So it did not make sense to include it in the chat design. However when doing the second iteration evaluation the users were warned about this.

3.4.2 Second Design Iteration

Design

After user evaluation and testing from the first design, the application design did not change. The same features and functionalities remained. Only the implementation had to change.

Implementation

The application had to be implemented as a Web application using servlets and HttpClient. The transmission of messages was still done using TCP. The sending and receiving of public and private messages were implemented the same way from the first iteration.

Evaluation

The experiment

The second design iteration and implementation was evaluated using 6 users. The aim of the evaluation was to determine the usability, responsiveness and presence of the application. Three computers were set up and users had to use the application by performing some tasks such as sending public and private messages. The users were given 5 minutes to send messages to one another and were then asked to answer some questions about the application. These questions are available in the appendix B1.

User feedback

Responsiveness
Users were happy about the response of the system, they were able to send and receive both public and private messages and they were happy about the performance to send and receive messages.

Usability

4 users had some difficulties in sending private messages. They did not know how to send a private message. They requested that there should be some form of document that explains how to send a private message and they also thought that having a list of all logged on clients will be more convenient so that they can see who is in the meeting.

Presence

All of the users felt that they were in a meeting.

Extra Features

- **List**: Users suggested that a list showing all clients in the meeting should be added.
- **Help documentation**: A help documentation that specifies how to send a private message.
- **Text size**: A feature to change the size of the text messages in their display interface since some people cannot see small words.
- **Text colour**: A feature to change their message colour.
- **Text font**: A feature to change their message font.
- **Emotions and smileys**: Have beautiful icons where they can express their feelings.

3.4.3 Third Design Iteration

**Design**

After doing user evaluation and testing with 6 users from the second design, the application design will not change as users were happy with the interface. Everything was clear about the design and they could easily see where they can write and how they can send. This was because all the 6 users had used a chat application before. The design had to incorporate new features but the core functionalities remained the same. Figure 3.7 shows the final design including some features that the users suggested.
The features that were added were implemented by sending the chat colour, font along with the message, and when the server broadcasts the message it broadcast the message with the chat colour or font. This was done by parsing. The colour and font were parsed along with the message. The emoticons however could not be implemented.

Evaluation

The experiment

The same approach to experimentation was used as the one in the second design iteration, but now using 12 users instead of 6. Different users were used. The main aim was to also determine if the application can handle more than one meeting. It was not easy to find a user who has never used a chat application before—all of the users had some experience.

User feedback

Responsiveness

Users were again happy about the response of the system, they were able to successful send and receive both public and private messages and use the features such as chat colour, text size and font.
Usability

None of the users had difficulties in sending private messages. Although some users said that sometimes the private messages could not be sent and said that this was because they will sometimes forget the format or enter a wrong name and thought that a list will be wise to have. However they were happy about the application.

Presence

All of the users felt that they were in a meeting and they enjoyed using the application.

Extra Features

Only one feature that they thought should be added was the emoticons and smileys. The implementation of emoticons and smileys is not that easy and this is because it is not easy to add an icon to a text area and the other thing is one has to know the position for were to exactly put it. However most of the work that has been done on the emoticons and smileys are html based and there is little work done on Java Swing. The users also thought it would be great to have one display interface for the public message and display interfaces for each user for the private messages because it is confusing when all the messages are displayed in one interface.

3.5 Presentation Application Design and Implementation

3.5.1 First Design Iteration

Design

The first design iteration is a proof of concept design in terms of the possibility to compress PDF files to JPEG files. The design is very simple and has these features and functionalities and is shown in Figure 3.8:

Features

- **Display interface:** This interface displays the first slide
- **Upload button:** This button is responsible for uploading a PDF
- **Back button:** Allows for clients to go back to the logging window which is shown in Figure 3.4.
- **Exit button:** Allows for clients to exit the room.

Functionality

When the client presses the upload button the clients selects a PDF file, which then gets compressed and converted to JPEG files and the GUI only displays the first image file in the Display interface-this is shown in Figure 3.8.
Implementation

The client uploads a file and then the file gets compressed and converted to JPEG files by the Ghostscript software—this is shown in Figure 3.9. The command for this was inserted in the code and this is the output. The file upload implementation was done using sockets.
Figure 3.9: PDF files compressed and converted to JPEG image files

**Evaluation**

The evaluation of the first design was to see if the PDF file does get converted. The application was evaluated by Hussein Suleman and Antoine Bagula. The feedback that was received was to use a Web Application instead of a Java application. The other feedback was to also consider other document file such as PowerPoint, Open office and Microsoft word and this was because not every client has PDF and a client will not always upload a PDF. The other feedback was to have thumbnails, which will show the slides being uploaded.

### 3.5.2 Second Design Iteration

**Design**

The design of the application had to in co-operate new features and functionalities, which were suggested from the first design iteration. The new features include:

**Features**

- **Thumbnails interface**: Interface responsible for displaying all retrieved presentation slides.
- **Retrieve button**: This button is responsible for retrieving all the presentations slide, which were stored in server memory.

**Functionality**

When the upload button is clicked the PDF files are converted to JPEG image files and these image files are the presentation slides, which are then stored in server memory and are retrieved when the retrieve button is clicked. Once the presentation slides are retrieved from the server they are then displayed as thumbnails in the thumbnail interface and the first presentation slide appears in the display interface.
Figure 3.10 illustrates the features and functionalities of the second design iteration.

**Implementation**

The presenter uploads a PDF file, which gets compressed and converted to JPEG image files and then this file is stored in the server memory—this is illustrated in Figure 3.11. The client can then retrieve these image files, which get displayed on the thumbnails interface. Figure 3.12 shows how the files are retrieved and Figure 3.10 shows the presentation slides being displayed in the thumbnail interface after retrieving. When the files get compressed they are saved in a directory folder of the meeting room. If another client in the same meeting room uploads a file, the old files get overridden by the new ones.
After the files have been saved in memory, any client in the same meeting room can then retrieve the presentation slides, which are JPEG image files, after, before or during the meeting. The clients request for downloading the presentation slides to the server. The server then goes to memory and checks if there is a file and if there is no file, it sends an error message. However if there is file it sends the presentation slides as JPEG image files to client, were they are then displayed on the thumbnail interface. The reason why uploaded files are being saved to server memory is to allow for clients to download the slides at any time and to prevent the slides from being lost. In the case of a low bandwidth environment if the slides were not uploaded and the client logs out unexpectedly they can easily log in and retrieve the slides again.

**Figure 3.11: Uploading and saving file in server memory**

**Evaluation**

**The Experiment**

The second design iteration and implementation was evaluated using 6 users. The main aim of the evaluation is to test whether users can upload and retrieve the presentation slides and also view the presentation slides in the thumbnails interface. The usability, responsiveness and presence of the application were also evaluated. Three computers were set up and users had to use the application by performing some tasks such as uploading a PDF and retrieving the PDF. Before the experiment started one user was asked to be a presenter and upload while the other users would retrieve the presentation slides. The experiment took 5 minutes and then the users had to answer some questions. These questions are available in the appendix B2.

**User feedback**

**Responsiveness**

Users were happy about the response of the system. Most users were able to upload and retrieve the slides and they could see all the presentation slides uploaded in the thumbnail interface. Users also thought that they should be told that the uploading was successful and that the file is saved in memory.
Usability

The users were happy about the usability of the application—they were able to understand the application and also what was needed of them.

Presence

The users did not feel like they were in a meeting this was because they were only uploading and retrieving the presentations slides—they were no presentation going on. So the suggestions were to be able to send across the presentation slide that is currently being presented.

Extra features

The users thought that it would be a great idea to see the presentation slide being presented. They also thought that it would be great to have some buttons which will allow them to go to the next, previous, first and last slide. They also thought that having a full screen view of the presentation slide will also be great.

3.5.3 Third Design Iteration

Design

After evaluating the design of the second iteration with 6 users, the design had to include some extra features and functions. The design had to implement one function, which was to send the current slide being presented. The features that the application had to co-operate were: going to the first, previous, back and last slide from current slide. A full screen view of the presentation slide was also designed, which did not have the thumbnail interface, upload button and retrieve button. Figure 3.13 illustrates the final design.
Figure 3.13: Presentation Application Final Design

**Features**

- **First button:** Allows presenter to go to the first slide of the presentation slides
- **Last button:** Allows presenter to go to the last slide of the presentation slides
- **Next button:** Allows presenter to go to the next slide of the presentation slides
- **Previous button:** Allows presenter to go to the previous slide of the presentation slides
- **Full Screen button**: Allows client to see the full view of the presentation slide without the thumbnail interface, upload and retrieve button.

- **Small Screen button**: Allows client to see the small view of the presentation slide with the thumbnail interface, upload and retrieve button. A small screen view is the one shown in Figure 3.13.

**Functionality**

The thumbnails and also the next, last, previous and first buttons can all be clicked and when clicked the slide is displayed in the display interface. The next, last, previous and first buttons are usable in both full and small screen view while the thumbnails are only usable in a small screen view.

**Implementation**

The uploading and retrieving implementation is implemented in the same way as the one in section 3.4.2. The id to be sent across to server is obtained by doing the following:

- By clicking on the thumbnails button, it returns an index and that index is the id.
- For the first button the id is the first slide presentation from the thumbnails.
- For the last button the id is the length of the thumbnails minus one.
- For the next button the id is the id of the presentation slide in the display interface plus one.
- For the previous button the id is the id of the presentation slide in the display interface minus one.

The presenter sends the id across to server and the server broadcasts the id as soon as it receives it automatically to other clients. Figure 3.14 shows this. The presentation slide then gets displayed in the display interface for all clients including the presenter—this is shown in Figure 3.15.

![Figure 3.14: Sending the id implementation](image-url)
Evaluation

The experiment

The same approach to experimentation was used as the one in the second design iteration but now using 12 users instead of 6. Different users were used. The main aim was to see if the users can see the presentation slide being presented and also determine if the application can handle more than one meeting.

User feedback

Responsiveness
Most users were happy about the response of the application; they were able to successfully upload and retrieve the presentation slides and also view them in the thumbnails interface. They could also view the slide that was currently being presented.

Usability

Users found the application to be very easy and usable.

Presence

All of the users now felt that they were in a meeting and they enjoyed using the application. They found the application interesting.

Extra Features:

They were happy with the features but some thought that it would be good to allow them to create slides on the application and then send those slides to the server. They also thought having an interface to write notes will also be good to have in the system. This was however not implemented and could be future work.

3.6 Design and Implementation Challenges

When designing and implementing the applications a number of challenges were faced and are listed below:

- Making the application to be a Web application was challenging as it was new to me.

- For the chat application it was an issue to put the menu in a combobox. The menu did not want to appear on the panel of the combobox. In debugging this issue a new frame had to be created and the combobox did appear on that frame but it appeared at the left hand corner and did not want to appear at the center. After asking for some help it ended up working and the problem was that the layout of panel where the combobox menu was going to be added was not set.

- Adding an image icon to a text area was an issue and leading to the emoticons and smileys features not being implemented.

- Getting a Ghostscript version for Windows was a mission. One almost thought that they did not exist one.

- For the presentation application the implementation of sending and receiving images was hard to accomplish. One had to add a file upload and image io library.

- There were problems in deploying the Web application in Linux-this was because the Tomcat in Linux runs separately on its own unlike in Windows were the Tomcat is embedded in Netbeans. In Windows one could see the log files on Netbeans; in Linux the log files were not shown and the server had to run on the terminal and then access the log files on the terminal.
3.7 Strengths and Weaknesses of the applications

Strengths

*Chat application*

- Accepts an unlimited number of clients and meetings at the same time.
- Allows the client to send public and private messages.
- Allow participants to change their message style such as colour, font and size.
- The applications works on Windows and Linux.
- Works in a low bandwidth environment this is discussed in Chapter 4. Allows client with a low bandwidth to use the application.

*Presentation Application*

- Accepts an unlimited number of clients and meetings at the same time.
- Allows client to upload and retrieve presentation slides. Pre-fetching of static data such as slides.
- Provides a view for the presentation slides as thumbnails.
- Allows presenter to select a slide and other clients can see the slide currently being presented.
- Provides a full screen and small screen view.
- Allows client to go to next, previous, last and first slides.
- The applications works on Windows and Linux.
- Works in a low bandwidth environment this is discussed in Chapter 4. Allows client with a low bandwidth to use the application.

Weaknesses

*Chat application*

- Does not have a list to see all clients in the meeting and this is because the client list is being implemented by Flora. Since there is no client list users find it hard to send private messages because the message fails to send if the receiver name is incorrect.
- Does not allow for clients to add emoticons and smileys.
• There is no encryption of messages and any client can log on to a meeting even one without permission-no access control.

**Presentation Application**

• Does not create a presenter-every client is assumed to be a presenter. There is no control of the presentation slides, however this can simply be integrated since Flora is implementing this.

• There is no encryption of static data and any client can log on to a meeting, even one without permission-no access control.

• The quality of slides is not good and this is because they have been compressed. The aim is to be able to upload and retrieve slides i.e. pre-load and pre-fetch static data. This problem factor is common was addressed in the background chapter.

• This application only considers uploading PDF file documents.

### 3.8 Summary

The applications were designed by looking at other tools. The aim was not to compare and make a better design but to look at the features that they have and try to implement those features in such a way that they are usable in a low bandwidth environment. The design and implementation restructured the features by:

**Chat application**

All messages sent were sent to the server, which broadcasts those messages as soon as it receives them to other clients preventing loss of data when the clients logs out unexpectedly or if the connection is lost.

**Presentation application**

The uploaded PDF file was compressed to JPEG image files and stored in server memory allowing for any client to then pre-fetch the presentations slides at any time, before or during the meeting. This was to avoid all clients trying to download at the same time which was going to cause delays and cause interruptions in downloading. This was also to help reduce the time it takes to receive the data and thus providing for less bandwidth to be used.

**Evaluation**

The aim of this evaluation was to build an effective chat and presentation applications. The evaluation was done by user testing and it was mostly based on the responsiveness, usability and presence. In the next chapter the bandwidth that is required by the applications is calculated, this evaluation is to try and see if the applications being built in this chapter do work in a low bandwidth environment.
Chapter 4

Evaluation

4.1 Introduction

In doing the design, implementation and evaluation of the chat and presentation application in an iterative manner, the evaluation in chapter 3 was more on the usability, responsiveness and presence of the applications. In doing some user testing it is found that the applications built are effective in terms of performance, responsiveness and usability. When the user testing was done the bandwidth was not controlled; in other words the testing occurred in a high bandwidth environment. The research questions have not been answered yet and in this chapter we try to perform some analysis and then finally come up with a conclusion. Going back to the research questions discussed in chapter 1:

- Is it possible to build an effective text chat tool that can work with minimal bandwidth?
- Is the pre-loading of static data feasible with low bandwidth?

The research questions have not been answered yet even though it was possible to build an effective text chat tool and pre-load static data. The question still remains if these applications can work in a low bandwidth environment. Simulating a low bandwidth environment requires additional research and implementation and is not what we are aiming for in this document. Using software that simulates bandwidth is sometimes not accurate.

There are basically two approaches in evaluating the applications:

1. Define what we mean by a low bandwidth environment in terms of how many bytes per second we consider as being a low bandwidth environment and called that value \( Z \). Then calculate the required bandwidth for each application-chat and presentation-and then call this value \( X \). The conclusion can be drawn based on the fact that if \( X \) is less than \( Z \) then we have shown that it is possible to build a text chat application, which works in a low bandwidth environment and pre-loading of static data is feasible with low bandwidth. However if \( X \) is greater than \( Z \) than we have failed to build a text chat application that works in a low bandwidth environment and pre-loading of static data was not feasible with low bandwidth.

2. Another approach is to perform some analysis based on the data; by data we mean the size of each packet sent and the time it took to send that packet. The analysis is performed by Calculating the bandwidth that each client is consuming and then the total bandwidth required by the chat and presentation applications will be the sum of all the client’s bandwidth usage.
From the above two approaches the first one cannot always be accurate to use as the value of Z is not the same for some bandwidth environments, however from some literature (Chen, 2002) and (ElluminateLive, 2010) describes the value Z as being 100kps as their low bandwidth environment, and evaluate their system based on this value as their low bandwidth environment. The evaluation of the applications will also be based on this value. The second approach on the other hand is more convenient and accurate to use, as all the required information can be found.

In summary the approach to be taken in analyzing the chat and presentation applications is to calculate the required bandwidth that the applications are using and then conclude that if the client has this bandwidth then he/she can use the applications. For each application some calculations are done that provide some analysis on the bandwidth required. In this document, only sending data to the server is considered (pre-loading) and not receiving the data (pre-fetching). This is because receiving of data is part of latency, which is the time it takes to receive a packet and that is not what we are interested in.

The required bandwidth for chat application is discussed in section 4.2 and for presentation application in section 4.3. The results and findings are discussed in section 4.4. Finally this chapter end by providing a brief summary of the overall chapter in section 4.5.

### 4.2 Chat Application Evaluation

Recall that bandwidth is the amount of data being transferred over a specified time period and is given by bytes per second.

\[
\text{Bandwidth} = \frac{\text{Amount data in bytes}}{\text{Time taken to send in seconds}} \tag{4.1}
\]

Firstly proper conversions must be done. The text messages are strings and a string is made of characters. One character equals to one byte so if the length of the string is 8 then it means there are 8 characters and therefore 8 bytes. The time it takes to send a packet is given in milliseconds and therefore the time should be divided by 1000 to give us seconds. The number of bytes that are sent as well as the time it takes to send a text messages are stored in a log file with extension “.csv” and separated by a comma. This is because we want the file to be opened by Microsoft Excel. We then plot a graph of amount of data sent in bytes versus time it takes in seconds for each client and obtain the following graphs:
Figure 6.1: Bandwidth used by each client to send both public and private messages

Figure 4.2: The total bandwidth used by all clients in sending public and private messages.

**Discussion**

Figure 4.1 shows the graph of each client’s bandwidth usage and from the graphs we can see that the graph is not linear but parabolic. What we see from the graphs make sense as it shows that the client used the bandwidth to a point where it is minimum or maximum. Figure 4.2 shows the overall bandwidth usage for all clients and from the graph we see that the amount of bandwidth used for all clients fluctuates over time based on amount of data sent. All the graphs are not linear, however the minimum, maximum and average bandwidth used can be calculated.
We now then calculate the bandwidth required by the application. Begin by setting a specific time period and then calculate the bandwidth used in that time period. We set the time period to be in minutes and then we allow for clients to chat within that minute and the total amount of data sent is given by the total text messages that the clients send. The total bandwidth used by the system is then calculated using the equation in section 4.2.

Table 4.1 The bandwidth used by the chat application

<table>
<thead>
<tr>
<th>Total Amount of data sent (in bytes)</th>
<th>Time period (in minutes)</th>
<th>Bandwidth (bps)</th>
</tr>
</thead>
<tbody>
<tr>
<td>116</td>
<td>1</td>
<td>1.9</td>
</tr>
<tr>
<td>216</td>
<td>2</td>
<td>1.8</td>
</tr>
<tr>
<td>626</td>
<td>5</td>
<td>2.1</td>
</tr>
<tr>
<td>1142</td>
<td>10</td>
<td>1.9</td>
</tr>
<tr>
<td>1617</td>
<td>15</td>
<td>1.8</td>
</tr>
</tbody>
</table>

4.3 Presentation Application Evaluation

Using the same phenomena and formula to calculate bandwidth as the chat application, we get the bytes for each image file, the time it takes to send each image file and also the name of the client who is sending the file and store all this information in a log file with extension “.csv” and then determine the bandwidth that each client has used. The following graphs are obtained.

![Pre-loading a big file](image1.png)  
(a) Pre-loading a big file

![Pre-fetching a big file](image2.png)  
(b) Pre-fetching a big file

Figure 4.3: Pre-loading and Pre-fetching a big file
Discussion

For the above graphs only two presenters uploaded the file to server. One presenter uploaded a big file, which the size of 6426614 bytes and the other presenter uploaded a small file which the size of 928300 bytes. The above graphs show the amount of data of image files sent versus the time it took to pre-load and pre-fetch PDF file. We notice that the graph fluctuates depending on the amount of data sent. If the data sent is small the time it takes to send it is also small. Assuming that it took 1 minute to pre-load and pre-fetch big and small presentation slides, and 1 second to send across the id of current slide, the
calculations for the bandwidth usage of the presentation application in uploading and downloading the presentation slides is provided in the Table 4.2 send the files.

Table 4.2 The bandwidth used by the presentation application

<table>
<thead>
<tr>
<th>Total Amount of data (in bytes)</th>
<th>Time period(in seconds)</th>
<th>Bandwidth(bps)</th>
</tr>
</thead>
<tbody>
<tr>
<td>6426614 (Pre-loading)</td>
<td>10</td>
<td>642661.4</td>
</tr>
<tr>
<td>928300 (Pre-loading)</td>
<td>3</td>
<td>309433.3</td>
</tr>
<tr>
<td>6426614 (Pre-fetching)</td>
<td>6</td>
<td>1071102.3</td>
</tr>
<tr>
<td>928300 (Pre-fetching)</td>
<td>2</td>
<td>464150</td>
</tr>
<tr>
<td>61 pages (Sending across 1 id at a time)</td>
<td>1</td>
<td>61</td>
</tr>
<tr>
<td>10 pages (Sending across 1 id at a time)</td>
<td>1</td>
<td>10</td>
</tr>
</tbody>
</table>

4.4 Results and Findings

On average the chat application uses a bandwidth of 1.9 bps, this was found by adding all the total bandwidth from the Table 4.1 and dividing by 5, since 5 time period intervals were used i.e. 1, 2, 5, 10, and 15. The presentation application uses a total bandwidth of 108148.6 bps. This was found by adding all the total bandwidth from the Table 4.2. However pre-loading of presentation slides uses on average 73238.05, this was found by averaging the bandwidth for preloading only.

The bandwidth for chat application is very small and this proves the point from the background work that a chat application does not use a lot of bandwidth. For both applications it was noticed that if the amount of data sent increases the time increases, leading to the amount of bandwidth used to also increase—this is described by the points on the graphs as they fluctuate.

For the presentation application, if a presenter sends a big file the amount of bandwidth used is very high. This makes sense as the image files carry a lot of bytes unlike strings characters.

4.5 Summary

In this chapter we calculated bandwidth used by each client and also by the application as a whole based on the definition of bandwidth. Two steps were taken one was to plot the graph of amount of data versus time and the other step was to calculate the amount of data sent over a specified time period. A table was built, which provided the total amount of bandwidth used by the applications over a specified time period. The calculations and the evaluations provided enough information to conclude on the research questions that’s it is possible to build a text chat tool that can work in a low bandwidth environment and pre-loading of static data such as presentation slides is feasible in a low bandwidth environment.
Chapter 5

Future Work

There are several ways in which the work done in this project can be extended. This involves additional features of the chat and presentation interface design and functionalities.

5.1 Extra features

The emoticons and smileys could not be added in the chat application, however not implementing this features was a good idea because one have to consider how to implement them such a way that they do not use a lot of bandwidth. Different interfaces for private messages for each client and one interface for displaying public messages should also be designed and implemented instead of having just one interface displaying public and private messages.

For the presentation application an interface which allows for clients to write notes and be able to save them can be implemented.

5.2 Implementation

The application only considered uploading a PDF file and in future maybe Microsoft PowerPoint, OpenOffice and Microsoft Office document files can be considered as well. The easiest and most efficient way is to convert theses document files to PDF. Some clients may not have a PDF plugin and they might need to install it. So what is more convenient is to simply have software that will do the conversions of these document files to PDF. The other thing is that the applications can be made to work on other operating systems since in this document we only considered Windows and Linux operating systems.

5.3 Evaluation testing

In order to get to more accurate results on the bandwidth required by the applications more calculations on the bandwidth usage at a specific time period needs to be done as well as more graphs for chat application. For the presentation application more files should be for pre-loaded and pre-fetched, more graphs needs to also be drawn and also the bandwidth usage that each file consumes in uploading and downloading.
Chapter 6

Conclusion

This project was aimed at building an effective text chat application that can work in a low bandwidth environment and also allow for the pre-loading and pre-fetching of presentation slides in a low bandwidth environment to be feasible. The usability, performance and responsiveness of the system were tested using users, concluding from the results obtained that the chat and presentation applications were effective and usable since the design of the applications were based on an iterative approach and each method and feature was evaluated and improved on.

In answering the research questions, it was found that it was possible to build an effective text chat application that could work in a low bandwidth environment since on average the chat application uses 1.9bps (0.009kps) of bandwidth which is less than the Z value of ElluminateLive, (2010) which was 100kps.

For the presentation application the bandwidth used relies heavily on the size of data sent. However the presentation application uses 108148.6 bps of bandwidth. For pre-loading presentation slides, the amount of bandwidth used by the presentation application is 73238.05 bps which is 73kps. This is a very low bandwidth compared to ElluminateLive, (2010) bandwidth of 100kps; therefore it was feasible to pre-load presentation slides in a low bandwidth environment.
Appendices

Appendix A: Consent Form

Consent form

University of Cape Town
Department of Computer Science

Please read the following before signing:

1. I agree to participate in this experiment at my own free will.

2. I agree for the responses that I provide to be used for research purposes.

3. I am fully aware that my personal details and responses that I provided will only be visible to me and the researcher.

4. I have been given full information about the experiment and told to ask questions.

5. I understand that I have the right to withdraw from this experiment at any stage.

6. I have read this consent form and the information it contains.

Name of Participant:
Signature of Participant:
Date:
Appendix B: Evaluation Questionnaires

B1: Chat Application Questionnaire

Thank you for taking part in this experiment. Please take note that the answers being provided will only be visible to me only. And once done the information provided will be kept safe where no one except me have access to it. If you have any problems please call me and ask. The aim of this experiment is to see if you can use the application.

You are required to:

Step 1: Enter your name and conference number 1 and then press the enter button.
You are now in a chat window.
Step 2: You can now chat to other participate. Please note that to send a private message you have to use @name of person you want to send to followed by space and then the message

After 5 minutes you can then stop chatting and answer the questions below:

1. Have you ever used a chat application before? If yes please provide which application(s) it was e.g. Facebook, Gtalk, etc.

2. Did you have any difficulties in using the application? If yes please specify

3. Can you send and receive both public and private message?

4. Did you have issues using the private message? If yes please specify

5. Are you happy about the system response? Are you happy the way the error messages are handled?
6. Did it feel like you were in a meeting? Please explain

7. Is there anything that you think should be added to the system?

8. Is there anything that you think should be removed?

9. What do you think about the design?

10. If you were to build an application of this nature, how would you do it differently?

Thank you again for taking part in this experiment. Have a great day

B2: Presentation Application Questionnaire

Thank you for taking part in this experiment. Please take note that the answers being provided will only be visible to me only. And once done the information provided will be kept safe where no one except me have access to it. If you have any problems please call me and ask. The aim of this experiment is to see if the presenter can upload a PDF and if participants can retrieve the PDF.

You are required to:

Before we start who would like to be a presenter? Answer yes or no to the following

Are you a presenter?

Are you a participant?
Enter your name and conference number 1 and then press the enter button. You are now in the presentation window.

**Presenter:**

Step 1: Upload a PDF file from the desktop.
Step 2: Retrieve that PDF.
Step 3: Start presenting. Always double click to change slide

**Participants:**

Step 1: Retrieve the PDF that was uploaded by the presenter.
Step 2: Look at the slides that are being presented.

After 5 minutes the presenter will stop presenting and then you can answer the questions below:

1. Have you ever used any Web conferencing tools such as Adobe Connect, Zoho, etc. before? If yes please provide which tool(s) it was.

2. Did you have any difficulties in using the application? If yes please specify

3. **Presenter:** were you able to upload and retrieve the PDF?

   **Participant:** were you able to retrieve the PDF uploaded by presenter?

4. Are you happy about the system response? Are you happy the way the error messages are handled?

5. Did it feel like you were in a meeting? Please explain
6. Is there anything that you think should be added to the system?

7. Is there anything that you think should be removed?

8. What do you think about the design?

9. If you were to build an application of this nature, how would you do it differently?

Thank you again for taking part in this experiment. Have a great day
References


Ichimura, S., & Matsushita, Y. (2005), Lightweight Desktop-Sharing System for Web Browsers. Third International Conference on Information Technology and Applications (ICITA'05), Vol. 2: (pp. 136-141), 2005


